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**1.1 IMPLEMENTING DIFFERENT DATA TYPES**

**Aim****:**To write a program to perform different Arithmetic Operations on numbers in Python

**Procedure:**

# Python program to demonstrate numeric value

a = 5

print("Type of a: ", type(a))

b = 5.0

print("\nType of b: ", type(b))

c = 2 + 4j

print("\nType of c: ", type(c))

**OutPut:**

Type of a: <class 'int'>

Type of b: <class 'float'>

Type of c: <class 'complex'>

|  |
| --- |
| **# Creating a String  with single Quotes**  String1 = 'Welcome to the Geeks World'  print("String with the use of Single Quotes: ")  print(String1)  # **Creating a String  with double Quotes**  String1 = "I'm a Geek"  print("\nString with the use of Double Quotes: ")  print(String1)  print(type(String1))    **# Creating a String with triple Quotes**  String1 = '''I'm a Geek and I live in a world of "Geeks"'''  print("\nString with the use of Triple Quotes: ")  print(String1)  print(type(String1))    **# Creating String with triple Quotes allows multiple lines**  String1 = '''Geeks              For              Life'''  print("\nCreating a multiline String: ")  print(String1) |

**Output:**

String with the use of Single Quotes:

Welcome to the Geeks World

String with the use of Double Quotes:

I'm a Geek

<class 'str'>

String with the use of Triple Quotes:

I'm a Geek and I live in a world of "Geeks"

<class 'str'>

Creating a multiline String:

Geeks

For

Life

**#Python Program to Access characters of String**

String1 = "GeeksForGeeks"

print("Initial String: ")

print(String1)

**# Printing First character**

print("\nFirst character of String is: ")

print(String1[0])

**# Printing Last character**

print("\nLast character of String is: ")

print(String1[-1])

Initial String:

GeeksForGeeks

First character of String is:

G

Last character of String is:

s

**# Python program to demonstrate Creation of List**

**# Creating a List**

List = []

print("Intial blank List: ")

print(List)

**# Creating a List with the use of a String**

List = ['GeeksForGeeks']

print("\nList with the use of String: ")

print(List)

**# Creating a List with the use of multiple values**

List = ["Geeks", "For", "Geeks"]

print("\nList containing multiple values: ")

print(List[0])

print(List[2])

**# Creating a Multi-Dimensional List (By Nesting a list inside a List)**

List = [['Geeks', 'For'], ['Geeks']]

print("\nMulti-Dimensional List: ")

print(List)

**Output:**

Intial blank List:

[]

List with the use of String:

['GeeksForGeeks']

List containing multiple values:

Geeks

Geeks

Multi-Dimensional List:

[['Geeks', 'For'], ['Geeks']]

|  |
| --- |
| **Python program to demonstrate accessing of element from list**    **# Creating a List with the use of multiple values**  List = ["Geeks", "For", "Geeks"]    **# accessing a element from the list using index number**  print("Accessing element from the list")  print(List[0])  print(List[2])    **# accessing a element using negative indexing**  print("Accessing element using negative indexing")    **# print the last element of list**  print(List[-1])    **# print the third last element of list**  print(List[-3]) |

**Output:**

Accessing element from the list

Geeks

Geeks

Accessing element using negative indexing

Geeks

Geeks

**Python program to demonstrate creation of Set**

# Creating an empty tuple

Tuple1 = ()

print("Initial empty Tuple: ")

print (Tuple1)

**# Creating a Tuple with the use of Strings**

Tuple1 = ('Geeks', 'For')

print("\nTuple with the use of String: ")

print(Tuple1)

**# Creating a Tuple with the use of list**

list1 = [1, 2, 4, 5, 6]

print("\nTuple using List: ")

print(tuple(list1))

**# Creating a Tuple with the use of built-in function**

Tuple1 = tuple('Geeks')

print("\nTuple with the use of function: ")

print(Tuple1)

**# Creating a Tuple with nested tuples**

Tuple1 = (0, 1, 2, 3)

Tuple2 = ('python', 'geek')

Tuple3 = (Tuple1, Tuple2)

print("\nTuple with nested tuples: ")

print(Tuple3)

**Output:**

Initial empty Tuple:

()

Tuple with the use of String:

('Geeks', 'For')

Tuple using List:

(1, 2, 4, 5, 6)

Tuple with the use of function:

('G', 'e', 'e', 'k', 's')

Tuple with nested tuples:

((0, 1, 2, 3), ('python', 'geek'))

**# Python program to demonstrate accessing tuple**

tuple1 = tuple([1, 2, 3, 4, 5])

**# Accessing element using indexing**

print("Frist element of tuple")

print(tuple1[0])

**# Accessing element from last negative indexing**

print("\nLast element of tuple")

print(tuple1[-1])

print("\nThird last element of tuple")

print(tuple1[-3])

**Output:**

Frist element of tuple

1

Last element of tuple

5

Third last element of tuple

3

|  |
| --- |
| **# Python program to demonstrateboolean type**  print(type(True))  print(type(False))    print(type(true)) |

**Output:**

<class 'bool'>

<class 'bool'>

Traceback (most recent call last):

File "/home/7e8862763fb66153d70824099d4f5fb7.py", line 8, in

print(type(true))

NameError: name 'true' is not defined

|  |
| --- |
| **# Python program to demonstrate Creation of Set in Python**    #Creating a Set  set1 = set()  print("Intial blank Set: ")  print(set1)    **# Creating a Set with the use of a String**  set1 = set("GeeksForGeeks")  print("\nSet with the use of String: ")  print(set1)    **# Creating a Set with the use of a List**  set1 = set(["Geeks", "For", "Geeks"])  print("\nSet with the use of List: ")  print(set1)    **# Creating a Set with**  **# a mixed type of values**  # (Having numbers and strings)  set1 = set([1, 2, 'Geeks', 4, 'For', 6, 'Geeks'])  print("\nSet with the use of Mixed Values")  print(set1) |

**Output:**

Intial blank Set:

set()

Set with the use of String:

{'F', 'o', 'G', 's', 'r', 'k', 'e'}

Set with the use of List:

{'Geeks', 'For'}

Set with the use of Mixed Values

{1, 2, 4, 6, 'Geeks', 'For'}

|  |
| --- |
| **# Creating an empty Dictionary**  Dict = {}  print("Empty Dictionary: ")  print(Dict)    **# Creating a Dictionary with Integer Keys**  Dict = {1: 'Geeks', 2: 'For', 3: 'Geeks'}  print("\nDictionary with the use of Integer Keys: ")  print(Dict)    **# Creating a Dictionary with Mixed keys**  Dict = {'Name': 'Geeks', 1: [1, 2, 3, 4]}  print("\nDictionary with the use of Mixed Keys: ")  print(Dict)    **# Creating a Dictionary with dict() method**  Dict = dict({1: 'Geeks', 2: 'For', 3:'Geeks'})  print("\nDictionary with the use of dict(): ")  print(Dict)    **# Creating a Dictionary  with each item as a Pair**  Dict = dict([(1, 'Geeks'), (2, 'For')])  print("\nDictionary with each item as a pair: ")  print(Dict) |

**Output:**

Empty Dictionary:

{}

Dictionary with the use of Integer Keys:

{1: 'Geeks', 2: 'For', 3: 'Geeks'}

Dictionary with the use of Mixed Keys:

{1: [1, 2, 3, 4], 'Name': 'Geeks'}

Dictionary with the use of dict():

{1: 'Geeks', 2: 'For', 3: 'Geeks'}

Dictionary with each item as a pair:

{1: 'Geeks', 2: 'For'}

**1.2 IMPLEMENTING ARITHMETIC OPERATIONS**

**Aim**: To write a program to perform different Arithmetic Operations on numbers in Python

num1 = int(input('Enter First number: '))

num2 = int(input('Enter Second number '))

add = num1 + num2

dif = num1 - num2

mul = num1 \* num2

div = num1 / num2

floor\_div = num1 // num2

power = num1 \*\* num2

modulus = num1 % num2

print('Sum of ',num1 ,'and' ,num2 ,'is :',add)

print('Difference of ',num1 ,'and' ,num2 ,'is :',dif)

print('Product of' ,num1 ,'and' ,num2 ,'is :',mul)

print('Division of ',num1 ,'and' ,num2 ,'is :',div)

print('Floor Division of ',num1 ,'and' ,num2 ,'is :',floor\_div)

print('Exponent of ',num1 ,'and' ,num2 ,'is :',power)

print('Modulus of ',num1 ,'and' ,num2 ,'is :',modulus)

**Out Put:**

**2.1 FINDING PRIME NUMBER**

**Aim:** To Write a Python program to find first n prime numbers.

**Procedure:**

numr=int(input("Enter range:"))

print("Prime numbers:",end=' ')

for n in range(1,numr):

    for i in range(2,n):

        if(n%i==0):

            break

    else:

        print(n,end=' ')

**Output:**

Enter range: 50

Prime numbers: 1 2 3 5 7 11 13 17 19 23 29 31 37 41 43 47

**2.1 FINDING MAXIMUM ELEMENT**

**Ai**[**m:** To](Im:To)Write a Python Program to find the maximum from a list of numbers.

|  |
| --- |
| list1 = [10, 20, 4, 45, 99]  # printing the maximum element  print("Largest element is:", max(list1)) |

**Output:**

Largest element is: 99

**3.1 FINDING GCD OF TWO NUMBERS**

**Aim:** To Write a Python program to find GCD of two numbers**.**

**Procedure:**

**Method1:**

#python program to find GCD of Two Numbers using While loop

Num1=int(input(“Enter first number:”))

Num2=int(input(“Enter second number:”))

I=1

While(i<=num1 and i<=num2):

If(num1%i==0 and num2%i==0):

Gcd=i

I=i+1

Print(“GCD is”,gcd)

**input:**

5

15

**Output:**

5

**Method 2:**

# Python code to demonstrate the working of gcd()

# importing "math" for mathematical operations

import math

# prints 12

print("The gcd of 60 and 48 is : ", end="")

print(math.gcd(60, 48))

**Output:**

The gcd of 60 and 48 is : 12

**Method 3:**

# Python code to demonstrate naive

# method to compute gcd( recursion )

def hcf(a, b):

    if(b == 0):

        return a

    else:

        return hcf(b, a % b)

a = 60

b = 48

  # prints 12

print("The gcd of 60 and 48 is : ", end="")

print(hcf(60, 48))

**Output**

The gcd of 60 and 48 is : 12

**3.2 FINDING THE SQUARE OF A NUMBER**

**Aim:** To Write a Python Program to find the square root of a number by Newton’s Method.

**Procedure:**

def newton\_method(number, number\_iters = 100):

    a = float(number)

    for i in range(number\_iters):

        number = 0.5 \* (number + a / number)

    return number

a=int(input("Enter first number:"))

b=int(input("Enter second number:"))

print("Square root of first number:",newton\_method(a))

print("Square root of second number:",newton\_method(b))

**Output:**

Enter first number:81

Enter second number:5

Square root of first number: 9.0

Square root of second number: 2.23606797749979

**4.1 MULTIPLICATION OF TWO MATRICES**

**Aim:** To Write a Python program to multiply matrices.

# Program to multiply two matrices using nested loops

# 3x3 matrix

X = [[12,7,3],

[4 ,5,6],

[7 ,8,9]]

# 3x4 matrix

Y = [[5,8,1,2],

[6,7,3,0],

[4,5,9,1]]

# result is 3x4

result = [[0,0,0,0],

[0,0,0,0],

[0,0,0,0]]

# iterate through rows of X

for i in range(len(X)):

# iterate through columns of Y

for j in range(len(Y[0])):

# iterate through rows of Y

for k in range(len(Y)):

result[i][j] += X[i][k] \* Y[k][j]

for r in result:

print(r)

**Output**

[114, 160, 60, 27]

[74, 97, 73, 14]

[119, 157, 112, 23]

**Method 2:**

# Program to multiply two matrices using list comprehension

# take a 3x3 matrix

A = [[12, 7, 3],

    [4, 5, 6],

    [7, 8, 9]]

# take a 3x4 matrix

B = [[5, 8, 1, 2],

    [6, 7, 3, 0],

    [4, 5, 9, 1]]

# result will be 3x4

result = [[sum(a \* b for a, b in zip(A\_row, B\_col))

                        for B\_col in zip(\*B)]

                                for A\_row in A]

for r in result:

    print(r)

**Output:**

[114, 160, 60, 27]

[74, 97, 73, 14]

[119, 157, 112, 23]

import sys

def revline(x):

i=0

z=len(open(x).readlines())

rev=[None]\*z

f=open(x)

while(i<z):

rev[i]=f.readline()

rev[i]=rev[i].strip()

print rev[i][::-1]

i=i+1

z=sys.argv[1]

revline(z)

**CONVERT A LIST OF TUPLES IN A DICTIONARY**

**Aim:** To Write a program to convert a list of tuples in a dictionary.

# Python code to convert into dictionary

def Convert(tup, di):

    for a, b in tup:

        di.setdefault(a, []).append(b)

    return di

# Driver Code

tups = [("akash", 10), ("gaurav", 12), ("anand", 14),

     ("suraj", 20), ("akhil", 25), ("ashish", 30)]

dictionary = {}

print (Convert(tups, dictionary))

Output:

{'akash': [10], 'gaurav': [12], 'anand': [14],

'ashish': [30], 'akhil': [25], 'suraj': [20]}

|  |
| --- |
| # Python code to convert into dictionary  list\_1=[("Nakul",93), ("Shivansh",45), ("Samved",65),             ("Yash",88), ("Vidit",70), ("Pradeep",52)]  dict\_1=dict()    for student,score in list\_1:      dict\_1.setdefault(student, []).append(score)  print(dict\_1) |

**Output:**

{'Nakul': [93], 'Shivansh': [45], 'Samved': [65], 'Yash': [88], 'Vidit': [70], 'Pradeep': [52]}

**TUPLE IMPLEMENTATION**

**Aim:**To Write a Python program to check whether an element exists within a tuple.

|  |
| --- |
| Python3 code to demonstrate working of  # Check if element is present in tuple  # using loop    # initialize tuple  test\_tup = (10, 4, 5, 6, 8)    # printing original tuple  print("The original tuple : " + str(test\_tup))    # initialize N  N = 6    # Check if element is present in tuple  # using loop  res = False  for ele in test\_tup :      if N == ele :          res = True          break    # printing result  print("Does tuple contain required value ? : " + str(res)) |

**Output :**

The original tuple : (10, 4, 5, 6, 8)

Does tuple contain required value ? : True

**Method 2**

|  |
| --- |
| # Python3 code to demonstrate working of Check if element is present in tuple Using in operator    # initialize tuple  test\_tup = (10, 4, 5, 6, 8)    # printing original tuple  print("The original tuple : " + str(test\_tup))    # initialize N  N = 6    # Check if element is present in tuple  # Using in operator  res = N in test\_tup    # printing result  print("Does tuple contain required value ? : " + str(res)) |

**Output :**

The original tuple : (10, 4, 5, 6, 8)

Does tuple contain required value ? : True

**LIST IMPLEMENTATION**

**Aim:** To Write a function dups to find all duplicates in the list.

def find\_duplicates(list\_of\_numbers):

#start writing your code here

x=set(list\_of\_numbers)

y=[]

dup=[]

count=0

for i in x:

y.append(i)

for i in y:

for j in list\_of\_numbers:

if(j==i):

count+=1

if count>=2:

dup.append(i)

break

count=0

return dup

list\_of\_numbers=[1,2,3]

list\_of\_duplicates=find\_duplicates(list\_of\_numbers)

print(list\_of\_duplicates)

**DICTIONARIES IMPLEMENTATION**

**Aim:** To Write a Python script to concatenate following dictionaries to create a new one.

Sample Dictionary :

dic1={1:10, 2:20}

dic2={3:30, 4:40}

dic3={5:50,6:60}

**Procedure:**

dic1={1:10, 2:20}

dic2={3:30, 4:40}

dic3={5:50,6:60}

dic4 = {}

for d in (dic1, dic2, dic3): dic4.update(d)

print(dic4)

**Output:**

{1: 10, 2: 20, 3: 30, 4: 40, 5: 50, 6: 60}

**REPLACINING DICTINARIES VALUES**

**Aim:** To Write a Python program to replace dictionary values with their average.

**Procedure:**

def sum\_math\_v\_vi\_average(list\_of\_dicts):

for d in list\_of\_dicts:

n1 = d.pop('V')

n2 = d.pop('VI')

d['V+VI'] = (n1 + n2)/2

return list\_of\_dicts

student\_details= [

{'id' : 1, 'subject' : 'math', 'V' : 70, 'VI' : 82},

{'id' : 2, 'subject' : 'math', 'V' : 73, 'VI' : 74},

{'id' : 3, 'subject' : 'math', 'V' : 75, 'VI' : 86}

]

print(sum\_math\_v\_vi\_average(student\_details))

**Output:**

[{'subject': 'math', 'id': 1, 'V+VI': 76.0}, {'subject': 'math', 'id': 2, 'V+VI': 73.5}, {'subject': 'math', '

id': 3, 'V+VI': 80.5}]

**FILE IMPLEMENTATION**

**Aim:** To write a python program to Read a file line by line in Python

# Python code to

# demonstrate readlines()

L = ["Geeks\n", "for\n", "Geeks\n"]

# writing to file

file1 = open('myfile.txt', 'w')

file1.writelines(L)

file1.close()

# Using readlines()

file1 = open('myfile.txt', 'r')

Lines = file1.readlines()

count = 0

# Strips the newline character

for line in Lines:

count += 1

print("Line{}: {}".format(count, line.strip()))

**Output:**

Line1: Geeks

Line2: for

Line3: Geeks

**# Python program to demonstrate readline()**

# Python program to

# demonstrate readline()

L = ["Geeks\n", "for\n", "Geeks\n"]

# Writing to a file

file1 = open('myfile.txt', 'w')

file1.writelines((L))

file1.close()

# Using readline()

file1 = open('myfile.txt', 'r')

count = 0

while True:

count += 1

# Get next line from file

line = file1.readline()

# if line is empty

# end of file is reached

if not line:

break

print("Line{}: {}".format(count, line.strip()))

file1.close()

**Output:**

Line1 Geeks

Line2 for

Line3 Geeks

# Demonstrated Python Program

# to read file character by character

![Lightbox](data:image/png;base64,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)

file = open('file.txt', 'r')

while 1:

# read by character

char = file.read(1)

if not char:

break

print(char)

file.close()

Output

![Lightbox](data:image/png;base64,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)

Write a program to print number of lines, words& characters present in the given file.